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## Цель работы.

Изучить основные принципы решения задач с помощью бэктрекинга.

## Задание.

У Вовы много квадратных обрезков доски. Их стороны (размер) изменяются от 1 до N-1, и у него есть неограниченное число обрезков любого размера. Но ему очень хочется получить большую столешницу – квадрат размера N. Он может получить её, собрав из уже имеющихся обрезков (квадратов).

Например, столешница 7 на 7 может быть построена из 9 обрезков ([см. рис. 1](#Рис1))

**![](data:image/png;base64,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)**

Рис. 1 – Оптимальное заполнение квадрата 7 на 7

Внутри столешницы не должно быть пустот, обрезки не должны выходить за пределы столешницы и не должны перекрываться. Кроме того, Вова хочет использовать минимально возможное число обрезков.

Входные данные: размер столешницы, целое число 2 <= N <= 30.

Выходные данные: K – минимальное число обрезков, из которых можно построить квадрат, и K строк с числами x, y, w, где x, y – координаты обрезка, w – длина обрезка.

## Основные теоретические положения.

Для успешного решения данной задачи, а под этим подразумевается получение правильного ответа на задачу за ограниченное время, использовался приём, который часто используется в решении задач перебора с возвратом, а именно, метод ветвей и границ. Идея данного метода заключается в том, чтобы отсекать заведомо неоптимальные решения. В данной работе использовались следующие оптимизации перебора с возвратом:

1) Если длина стороны квадрата *N* – составное число, то квадрат со стороной минимального простого делителя числа *N* имеет такое же количество минимальных квадратов, как и квадрат со стороной *N*. Более того, квадрат со стороной *N* является увеличенной копией квадрата со стороной минимального простого делителя числа *N*;

2) В левый верхний угол ставится квадрат со стороной , где *N* – сторона искомого квадрата, *q* – минимальный простой делитель числа *N*. Однако, если *N* – простое число, то *q* приравнивается к *N*;

3) Под квадрат со стороной ставится квадрат со стороной так, что он граничит с квадратом выше него и с левой границей столешницы. Правее квадрата со стороной ставится квадрат со стороной n таким образом, что правая сторона меньшего квадрата примыкает к правой границе столешницы, а левая – к большому квадрату ([см. рис. 2](#Рис2));
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Рис. 2 – Оптимальная расстановка первых трёх квадратов в квадрате 7 на 7

4) Если количество квадратов, входящих в текущий набор для составления столешницы, превышает рекорд, то данная ветвь возможного решения заканчивается;

5) Если площадь текущего набора квадратов равна площади столешницы, то происходит проверка на улучшение рекорда. Вне зависимости от результата данная ветвь решения заканчивается;

6) Если количество квадратов со стороной 1 и 3 повторяется более пяти раз, то данная ветвь возможного решения заканчивается. Если количество квадратов со стороной 2 и 4 повторяется более четырёх раз, то данная ветвь решения тоже заканчивается. Данная оптимизация позволила решить задачу менее чем за 2 секунды для столешниц размером до 31.

## Выполнение работы.

В ходе решения задачи было реализовано два класса: *Factorization* и *Squares*.

В классе *Factorization* были реализован конструктор, который принимает в качестве аргумента размер столешницы и вносит его в поле данного класса, также происходит инициализация переменной *p* первым простым числом, а также инициализируется вектор типа *bool*, в котором в качестве аргумента будет выступать число от *0* до *n,* а значение данного элемента вектора – простое число или нет.

Также в классе были реализованы следующие методы:

* *void Sieve()* – решето Эратосфена. В данном методе происходит перебор простых чисел от *4* до *n*. Входные данные: *n* – сторона исходного квадрата;
* *int IsComposite()* – данный метод проверяет, является ли *n* простым число. Выходные данные: если число простое, то метод возвращает его наименьший простой делитель, а иначе – само число *n*;

В классе Squares реализован конструктор, в котором текущий рекорд *minNumbOfSquares* инициализируется достаточно большим числом (для надёжности стоит выбрать как минимум 1601). Также в данный конструктор передаётся размер столешницы и наименьший делитель её длины. Также в данном конструкторе инициализируется пустой квадрат, куда будут паковаться квадраты меньшего размера. Для удобства создаётся рамка для квадрата, состоящая из чисел -1.

Также в классе были реализованы следующие методы:

* *void Solution()* – данный класс запускает метод *InitiateThreeStartSquares()*, а также выводит количество квадратов и набор из этих квадратов. Каждый квадрат имеет свой номер от 1 по *minNumbOfSquares,* поэтому для вывода левого верхнего угла квадрата с номером numb достаточно пройти всё поле и вывести координаты клетки с номером numb в том случае, если она встречается впервые. Для подсчёта размера стороны квадрата c номером *numb* требуется посчитать количество клеток с номером *numb* и извлечь квадратный корень из данного значения;
* *void FindMinNumbOfSquares(squareInfo sqInf)* – данный метод отвечает за поиск решения на исходную задачу. В данном методе используются оптимизации, перечисленные в основных теоретических положениях. Идея расстановки текущего квадрата заключается в том, что, находясь в свободной клетке, нужно занять максимально свободную площадь квадратом, а затем запустить этот же метод из следующей потенциально свободной клетки, которая находится правее. Если клетка свободна, то снова нужно пытаться занять максимально свободную площадь квадратом, а если клетка занята другим квадратом, то продолжать поиски, двигаясь справа-налево сверху-вниз. В случае попадания на рамку, стоит перейти к рассмотрению потенциально свободных клеток на следующей строке. Причём при переходе стоит учитывать, что если значение строки меньше , то происходит переход на следующую строку и на столбец, равный , ведь клетки левее будут заведомо заняты самым большим квадратом. Если значение строки больше , то происходит переход на следующую строку и на столбец, равный , ведь клетки левее будут заведомо заняты квадратом со стороной . В случае возврата из последнего вызова данного метода выбирается квадрат со стороной меньше предыдущей на 1. Также в данном методе обновляется информации о количестве каждого квадрата со стороной от 1 до 5. Входные данные: текущее состояние структуры с данными заполняемого квадрата;
* *int MaxLengthOfSquare(std::vector<std::vector<int>> map, int x, int y)* – данный метод предназначен для поиска максимально свободной площади, куда можно вставить квадрат. Входные данные: текущее состояние заполненности квадрата, координаты *(x, y)* – точка старта поиска. Выходные данные: максимальный размер квадрата, который можно вставить;
* *std::vector<std::vector<int>> FillingOfSquare(std::vector<std::vector<int>> map, int x, int y, int lengthOfSide, int color, int direction)* – данный метод в зависимости от параметра *direction* может выполнять 2 функции: создание и обрезание текущего квадрата. Обрезание используется для того, чтобы заново не перерисовывать уже существующий квадрат. Входные данные: текущее состояние заполненности квадрата, координаты стартовой точка заливки или обрезания квадрата размером *lengthOfSide*, цвет закрашиваемого квадрата *color*, *direction* – переменная, отвечающая либо за заливку, либо за обрезание;
* *void InitiateThreeStartSquares()* – данный метод предназначен для создания трёх стартовых квадратов, обновления информации о количестве каждого квадрата со стороной от 1 до 5 и для вызова рекурсивного метода поиска решений.
* *squareInfo GetInitiatedBlackoutSquareInfo(squareInfo sqInf, int length)* – данный метод предназначен для отправки обновлённых данных в очередную ветвь рекурсии. Данные, используемые в рекурсивном методе, хранятся в структуре *squareInfo*:

*struct squareInfo {*

*std::vector<std::vector<int>> map;*

*int x;*

*int y;*

*int squareValue;*

*int numbOfSquares;*

*int countEachSquareType[5];*

*int prevLength;*

*};*

Входные данные: структура текущего состояния поля и сторона вставляемого квадрата. Выходные данные: обновлённая структура со вставленным квадратом.

Код программы находится в [приложении А](#ПриложениеА).

## Выводы.

В ходе выполнения данной лабораторной работы был изучен принцип решения задач с помощью перебора с возвратом и метода ветвей и границ.

Была написана программа на языке С++, решающая задачу составления квадрата определённого размера из минимального количества квадратов меньшего размера. Для решения данной задачи использовался оптимизированный перебор с возвратом. Использование оптимизаций позволило решить задачу для *n <= 30* менее чем за 2 секунды, а также она имеет экспоненциальную асимптотику.

**ПРИЛОЖЕНИЕ А. ИСХОДНЫЙ КОД ПРОГРАММЫ**

Название файла: main.cpp

#include <iostream>

#include <vector>

#include <cmath>

/\*

\* Данная структура хранит текущую заполненность искомого квадрата в map,

\* координаты точки (x, y), начиная с которой будет производится заливка,

\* площадь текущего набора квадратов squareValue, размер текущего набора в numbOfSquares,

\* информация о количестве квадратов размером от 1 до 4 в countEachSquareType

\* размер предыдщуего поставленного квадрата в prevLength

\*/

struct squareInfo {

std::vector<std::vector<int>> map;

int x;

int y;

int squareValue;

int numbOfSquares;

int countEachSquareType[5];

int prevLength;

};

class Squares {

public:

/\*

\* Текущий рекорд количества квадратов хранится в minNumbOfSquares должен инициализироваться числом > 40^2 + 1

\* инициализация размера квадрата занчением n

\* инициализация "базового" квадрата размером baseN (т. е. максимальное уменьшение в масштабе квадрата размером n)

\* инициализация пустого квадрата bestMap с рамкой из -1, где будет храниться лучшая комбинация меньших квадратов

\*/

Squares(int n, int baseN) {

this->minNumbOfSquares = infinity;

this->n = n;

this->baseN = baseN;

for (int i = 0; i < n + 2; i++) {

std::vector<int> row;

for (int j = 0; j < n + 2; j++) {

if ((j == 0) or (j == n + 1)) {

row.push\_back(-1); // по бокам рамка из -1

}

else {

row.push\_back(0);

}

}

bestMap.push\_back(row);

}

for (int i = 1; i < n + 1; i++) { // Сверху рамка из -1

bestMap[0][i] = -1;

}

for (int i = 1; i < n + 1; i++) {

bestMap[n + 1][i] = -1; // Снизу рамка из -1

}

}

/\*Запуск заполнения искомого квадрата и вызов метода для вывода полученного ответа\*/

void Solution() {

InitiateThreeStartSquares(); // заполнение 3-ёх квадратов

PrintBestSet();

}

private:

/\*Вывод полученного ответа на исходную задачу\*/

void PrintBestSet() {

std::cout << minNumbOfSquares << std::endl;

bool\* visited = new bool[minNumbOfSquares + 1];

for (int i = 0; i <= minNumbOfSquares; i++)

visited[i] = false;

for (int numb = 1; numb <= minNumbOfSquares; numb++) { // вывод набора квадратов

int currentSquare = 0;

for (int i = 1; i <= n; i++) {

for (int j = 1; j <= n; j++) {

if (bestMap[i][j] == numb) {

if (!visited[bestMap[i][j]]) {

visited[bestMap[i][j]] = true;

std::cout << i << " " << j << " ";

}

currentSquare++;

}

}

}

std::cout << (int)sqrt(currentSquare) << "\n";

}

}

/\*

Входные данные: структура с необходимыми данными состояния поля

Данный метод представляет собой рекурсивный перебор с оптимизациями

\*/

void FindMinNumbOfSquares(squareInfo sqInf) {

if (sqInf.prevLength < 5) { // отсечение для квадратов размером до 5 на 5

if (sqInf.prevLength % 2 == 1) { // для 1 и 3

if (sqInf.countEachSquareType[sqInf.prevLength] > 5) {

return;

}

}

else {

if (sqInf.countEachSquareType[sqInf.prevLength] > 4) { // для 2 и 4

return;

}

}

}

if (sqInf.numbOfSquares >= minNumbOfSquares) // отсечение переполнения текущего минимума

return;

if (sqInf.squareValue == n \* n) { // площадь текущего набора квадратов равна площади искомого квадрата

if (sqInf.numbOfSquares < minNumbOfSquares) {

minNumbOfSquares = sqInf.numbOfSquares; // запись нового рекорда

bestMap = sqInf.map;

}

return;

}

while (sqInf.x <= n) {

while (sqInf.y <= n) {

if (sqInf.map[sqInf.x][sqInf.y] == 0) { // клетка свободна

int maxLengthOfCurrentSquare = MaxLengthOfSquare(sqInf.map, sqInf.x, sqInf.y);

// поиск максимального квадрата из данной клетки

for (int length = maxLengthOfCurrentSquare; length > 0; length--) {

// перебор всех возможных квадратов из данной клетки

if (length == maxLengthOfCurrentSquare) {

sqInf.map = FillingOfSquare(sqInf.map, sqInf.x, sqInf.y,

length, sqInf.numbOfSquares + 1, filling); // заполнение

}

else {

sqInf.map = FillingOfSquare(sqInf.map, sqInf.x + length, sqInf.y + length,

length + 1, sqInf.numbOfSquares + 1, trimming);

// урезание на 1

}

FindMinNumbOfSquares(GetInitiatedBlackoutSquareInfo(sqInf, length));

// запуск рекурсии для следующей \*возможно свбодной клетки

// \* - рекурсия может попасть сразу на правую границу столешницы

}

return;

}

sqInf.y++;

}

sqInf.x++;

if (sqInf.x <= bigSquareLengthOfSide) {

sqInf.y = bigSquareLengthOfSide + 1; // чтобы не попадать на заведомо заполненный большой квадрат

}

else {

sqInf.y = n - bigSquareLengthOfSide + 1; // чтобы не попадать на заведомо на заполненный квадрат,

// который меньше самого большого квадрата на минимальное количество клеток

}

}

}

/\*

\* Вход: текущее состояние искомого квадрата map, координаты стартовой точки заливки (x, y)

\* Выход: максимальный размер квадрата, который можно вставить

\* Данный метод предназначен для поиска максимального квадрата, который можно вставить таким образом,

\* чтобы его левый верхний угол находился в точке с координатами (x, y)

\*/

int MaxLengthOfSquare(std::vector<std::vector<int>> map, int x, int y) {

int maxLengthOfSide = 0;

while ((map[x][y + maxLengthOfSide] == 0) && (map[x + maxLengthOfSide][y] == 0)) {

maxLengthOfSide++;

}

return maxLengthOfSide;

}

/\*

\* Вход: состояние заполненности искомого квадрата map,

\* координаты точки (x, y), начиная с которой будет производится заливка или урезание существующего квадрата,

\* длина стороны заполняемого или урезаемого квадрата lengthOfSide,

\* заливка или урезание - переменная direction

\* Выход: новое состояние заполненности искомого квадрата

\* Данный метод либо закрашивает новую область в виде квадрата, либо урезает уже существующую

\*/

std::vector<std::vector<int>> FillingOfSquare(std::vector<std::vector<int>> map,

int x, int y, int lengthOfSide, int color, int direction) {

switch (direction)

{

case filling: // заполнение

for (int i = x; i < x + lengthOfSide; i++)

for (int j = y; j < y + lengthOfSide; j++)

map[i][j] = color;

break;

case trimming: // урезание уже нарисованной области на 1

for (int i = x; i > x - lengthOfSide; i--)

map[i][y] = 0;

for (int j = y; j > y - lengthOfSide; j--)

map[x][j] = 0;

break;

}

return map;

}

/\*

\* Данный метод оптимально устанавливает первые 3 квадрата и запускает рекурсивный перебор

\*/

void InitiateThreeStartSquares() {

bigSquareLengthOfSide = (n / baseN) \* ((baseN + 1) / 2);

bestMap = FillingOfSquare(bestMap, 1, 1, bigSquareLengthOfSide, 1, filling); // нарисовать самый большой квадрат

bestMap = FillingOfSquare(bestMap, 1, 1 + bigSquareLengthOfSide, n - bigSquareLengthOfSide, 2, filling); // нарисовать

bestMap = FillingOfSquare(bestMap, 1 + bigSquareLengthOfSide, 1, n - bigSquareLengthOfSide, 3, filling); // 2 квадрата

squareInfo sqInf;

sqInf.map = bestMap;

sqInf.x = n - bigSquareLengthOfSide + 1;

sqInf.y = bigSquareLengthOfSide + 1;

sqInf.squareValue = (int)pow(bigSquareLengthOfSide, 2) + 2 \* (int)pow(n - bigSquareLengthOfSide, 2);

sqInf.numbOfSquares = 3;

for (int i = 0; i < 5; i++) {

sqInf.countEachSquareType[i] = 0;

};

if (bigSquareLengthOfSide < 5) {

sqInf.countEachSquareType[bigSquareLengthOfSide] = 1;

}

if (n - bigSquareLengthOfSide < 5) {

sqInf.countEachSquareType[n - bigSquareLengthOfSide] = 2;

}

sqInf.prevLength = n - bigSquareLengthOfSide;

FindMinNumbOfSquares(sqInf);

// вызвать рисование остальных квадратов

}

/\*

\* Вход: структура текущего состояния поля, сторона вставляемого квадрата

\* Выход: обновлённая структура со вставленным квадратом

\* Данный метод обновляет текущее состояние поля после вставки в него квадрата размером length

\*/

squareInfo GetInitiatedBlackoutSquareInfo(squareInfo sqInf, int length) {

squareInfo sqInfBlack;

sqInfBlack.map = sqInf.map;

sqInfBlack.x = sqInf.x;

sqInfBlack.y = sqInf.y + length;

sqInfBlack.squareValue = sqInf.squareValue + (int)pow(length, 2);

sqInfBlack.numbOfSquares = sqInf.numbOfSquares + 1;

sqInfBlack.prevLength = length;

for (int i = 0; i < 5; i++)

sqInfBlack.countEachSquareType[i] = sqInf.countEachSquareType[i];

if (length < 5) {

sqInfBlack.countEachSquareType[length] = sqInfBlack.countEachSquareType[length] + 1;

}

return sqInfBlack;

}

int bigSquareLengthOfSide;

std::vector<std::vector<int>> bestMap;

int n;

int baseN;

int minNumbOfSquares;

enum directions { filling = 1, trimming };

int infinity = 10000;

};

class Factorization {

public:

/\*

\* Инициализация числа n, до которого будет производится поиск простых чисел

\* Инициализация первого простого числа p значением 2

\* Инициализация вектора чисел primeNumbers значениями true для последующего вычёркивания составных чисел

\*/

Factorization(int n) {

this->n = n;

this->p = 2;

for (int i = 0; i <= n; i++) {

primeNumbers.push\_back(true);

}

}

/\*

\* Данный метод представляет собой реализацию решета Эратосфена

\*/

void Sieve() {

while (p < n) {

for (int i = 2 \* p; i < n; i++) {

if (i % p == 0) {

primeNumbers[i] = false;

}

}

if (p + 1 < n) {

for (int i = p + 1; i <= n; i++) {

if (primeNumbers[i] == true) {

p = i;

break;

}

}

}

else {

p++;

}

}

}

/\*

\* Выход: если n - составное число, то возвращается его минимальный простой делитель, иначе - само число n

\*/

int IsComposite() { // cоставное ли число длина стороны n?

for (int i = 2; i < n; i++) {

if ((n % i == 0) && (primeNumbers[i] = true)) {

return i; // n - cоставное

}

}

return n; // n - простое

}

private:

int n;

int p;

std::vector<bool> primeNumbers;

};

int main() {

int n;

std::cin >> n;

Factorization frz(n);

frz.Sieve();

Squares sqrs(n, frz.IsComposite());

sqrs.Solution();

return 0;

}